**B. AIM:-**Longest Common Subsequence using Dynamic Programming.

**Code:-**

def longest\_common\_subsequence(X, Y):

m, n = len(X), len(Y)

L = [[0] \* (n + 1) for \_ in range(m + 1)]

for i in range(1, m + 1):

for j in range(1, n + 1):

if X[i - 1] == Y[j - 1]:

L[i][j] = L[i - 1][j - 1] + 1

else:

L[i][j] = max(L[i - 1][j], L[i][j - 1])

return L[m][n]

if \_\_name\_\_ == "\_\_main\_\_":

X = "AGGTAB"

Y = "GXTXAYB"

print(f"The length of the longest Common Subsequence is: {longest\_common\_subsequence(X, Y)}")

**Output:-**

**![](data:image/png;base64,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)**